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Abstract 

The number of electronic systems and functions used in modern vehicles increased greatly. Developments in the Internet of 
Things also brought with it the need to keep more information on non-volatile memory. Previous static tools which have been 
used for this purpose have been relatively slow. With this study, we aimed to decrease the time to reach knowledge and 
decrease the effort to follow up on the condition of a memory system, by designing a tool. The tool is then tested on 6 
participants, using different parameters, and the measurements are taken and analyzed.  Waste of time was measured ac-
cording to mid-level and senior developers. Our tool takes the input to prepare the report which includes the necessary 
information. According to the test results, which are given in the evaluation part, our tool performs as expected.  The effort 
of release management was decreased with this tool. Memory information was made available daily by adding Jenkins. Our 
tool gives the opportunity to be worked independently and the system also can be followed up easily.   
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1. Introduction 

Many new sensors are activated with the development of the Internet of Things (IoT). Nowadays, 
these sensors are applied to the automotive industry (Uden & He, 2017). While the increase of the 
sensor causes the increase of the data, this rising causes the need to use the memory more effectively. 
This also causes the development time to increase. Automotive Open System Architecture (AUTOSAR, 
2020) is used in the software development of the automotive industry, commonly. This architecture 
provides modularity by having various modules which are developed by a different developer. At the 
development step, developers need to see the various conditions of their component such as where it 
is located, and how much size it is needed. Besides, system architects have to know the usage of 
memory per module to verify the system. 

We designed a tool that provides us with locations and sizes of blocks. It is added to the nightly 
build in Jenkins (2020). Jenkins is an open-source automation system that provides the building and 
testing of software. Our tool was adapted to Jenkins and detection of changes on the memory map is 
done with this nightly build. Overlap and oversize conditions are detected with automated test rou-
tines as well. When a developer changes code, others can access the information of blocks, easily. The 
developer can verify their code. System architects also can follow up on the development process and 
can decide on future works. Our purpose also was to decrease the waste of time. It was tested with 
some different parameters and measurements. The results were given in Table 1.  

In this article, related works in literature were researched and findings were found in the second 
section. The differences between tools and also innovation aspect of our tool were told in the related 
works section. General information about non-volatile memory (NVM) was given in the second section 
to create a background. The third section includes a description of memory structure and the position 
of the AUTOSAR. The importance of analyzing tools in software development was briefly described to 
emphasize our study in section 5. Our implementation and its capabilities were shown in section 6. 
Our outputs and the result of the examination were presented under the evaluation heading. Imple-
mentation is given in section 5. The last part was the conclusion part which includes information that 
leads the future studies. 

1.1. Related research 

Other types of tools check from a hardware perspective. One of them is MEMPOWER (Rawson & 
Austin, 2004). MEMPOWER is a toolset that has tools to determine utilization and calculate the power 
and energy consumption of the memory hardware. This also does in the automotive industry with 
similar tools. Our study has a different perspective according to these studies. AUTOSAR has a modular 
structure and it aims to provide modularity for working on different parts of architecture inde-
pendently. However, it is not provided completely. Each unit has a domain expert. Domain experts 
need to check some information every day because of other unit developer changes. This also causes 
a waste of time. Usage of memory unit by unit and the values of them are generated with our tool. 
Thus, developers can access it easily each day. Besides, system architects also can use this document 
to decide on future units. There is no tool to do unit-based memory analysis and visualize it. 

1.1.1. Classification Of Memory 

Memory can be classified as volatile and non-volatile memory (Barr, 2001). Volatile memory loses 
all data when the system is shut down; it requires constant power to provide data. Non-volatile 
memory does not lose its data when the system or device is shut down. This is the main difference 
between them. 

Memory devices are separated into three groups from a software developer’s perspective. This classi-
fication is represented in Figure 1. 
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Figure 1 

 Classification of Memory 

 

The first one is Random Access Memory (RAM). Static RAM (SRAM) and Dynamic RAM (DRAM) are 
important parts of devices that are found in this group. The main difference between them is DRAM 
loses its data in a very short time even if it has power. DRAM can behave like SRAM by refreshing the 
data before it expires. 

Another group is Read-Only Memory (ROM). Devices of this group can retain data even during a 
power failure. The most basic ROM is masked ROM which is a hardwired device. Programmable ROM 
(PROM), which is one level up according to ROM, can be programmed by a device programmer, and 
its contents can never be changed. Therefore, they are called as one -time programmable (OTP). Eras-
able-and-programmable ROM (EPROM) is similar to PROM, EPROM can be erased and reprogrammed 
in addition. 

The last group is Hybrid which is a combination of RAM and ROM. These memories are used to 
write and read like RAM. They also don’t lose their data even if they haven’t power like ROM. EEPROM 
and flash are used to store code. NVRAM, which is a modified version of SRAM, is used to hold persis-
tent data.  

1.1.2. Autosar architecture and memory stack 

AUTOSAR is an architecture that is commonly used in the automotive industry. This architecture is 
divided into some layers such as drivers, stacks, Runtime Environment (RTE), and also applications. 
Memory Stack (MemStack) provides memory management services from the lower layer to the upper 
layer (AUTOSAR 4.3.1., 2020). The layers are found in Figure 2.  

Figure 2 

Memory Section of Autosar Architecture 
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An application, which is found in the application layer, can access Non-volatile memory only via 
NVRAM Manager (NvM). Data can be stored as RAM/ROM/NV blocks in a different memory location 
such as RAM, ROM, and Nv Memory. NvM module provides management and maintenance service for 
data of EEPROM and Flash devices. Memory Abstraction Interface (MemIf) is an interface that provides 
to replace access between Flash EEPROM Emulation (FEE) and EEPROM Abstraction (EA). Flash and 
EEPROM Driver can be accessed via these two modules. The Diagram of MemStack is shown in Figure 
3. 

Figure 3 

The structure of MemStack 

 

Each module that is found in MemStack can be implemented and maintained by different develop-
ers because they include wide scope. This condition occurs dependency between developers. 

1.1.3. The Importance of Analysing Tools in Software Development 

The key point in software development is developing software according to Software Development 
Life Cycle (SDLC) (Pressman, 2005; Sommerville, 2008). There are many stages in this cycle. Although 
these stages seem to extend the software development process, they are not. They produce software 
with the highest quality and lowest cost in the shortest time possible. An example of SDLC is shown in 
Figure 4. 

Figure 4 

An instance SDLC 
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Static analysis tools provide critical support before runtime. It ensures continuous code quality both 
in the development and maintenance stages. Another benefit of them is reducing costs and risks of 
security. Security is a hot topic in the automotive industry, so these tools are common use in this sector 
(Graham, 2017).  

There have been many studies about efficient usage of memory in long term. Some of them do this 
by finding some mistakes in software. There are predefined rules and a tool applies them to find de-
velopers’ mistakes. One of these tools is Gleipnir (Janjusic, Kavi & Potter, 2011; Tao et al., 2021). The 
automotive industry has also a similar way. Motor Industry Software Reliability Association (MISRA) 
established a set of software development guidelines for the use of C programming language in safety-
critical systems. These predefined rules are checked out by the MISRA checking tool. 

1.2. Purpose of study 

 There were many modules in AUTOSAR architecture. Each module had its data. Whole data loca-
tions and their sizes, which are determined by their developers, must be seen together at the system 
level. There caused too much waste of time to obtain these data. Development and verifying efforts 
are reduced with our tool. Besides, developers should work independently from each other. Available 
organizations forced developers to align with each other. With this study, we aimed to decrease the 
time to reach knowledge and decrease the effort to follow up on the condition of a memory system, 
by designing a tool. 

2. Materials and Methods  

Our implementation is a static analyzer tool that provides a useful document to be used by devel-
opers and architects. It evaluates the project and takes Microcontroller Unit (MCU) specific files as 
inputs. According to inputs, it prepares output such as the location of an entity on non-volatile 
memory, size of the entity, and component that entity belongs. The system is represented in Figure 5. 

Figure 5 

System I/O 

 

A batch file is designed. This file sets the paths of files that are necessary as input first. It calls a 
python file to parse inputs for obtaining desired information about memory. The obtained information 
is filled into a brief file using some libraries. This output includes the name, id, nvm block size, paths, 
and SWC of related blocks as columns. It is found in Figure 6 as an example. 
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Figure 6 

System Brief File 

 

Visualization is a very important feature for analyzer tools. Visualization of values makes it easier 
to decrease developer effort. The second sheet of the tool output has a chart that shows the usage of 
memory module by module. It is shown in Figure 7.  

Figure 7 

Usage of memory module by module 
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Generally, system architects want to know the usage of memory module by module. Our tool can 
calculate and visualize it as a pie chart due to byte. The output of this visualization is represented in 
Figure 8. 

Figure 8 

The visualization of memory usage 

 

3. Results 

 Our implementation aimed to decrease the waste of time. Therefore, it was tested with some 
different parameters, and the measurements were recorded. These values are given in Table 1. 

Table 1 

The results of the tests 

Person who attends 
the test 

Experienced (years) Title Time spent without 
Document Genera-
tor (hours/week) 

Average time saved 
(hours/week) 

Person 1  
3-5 

 
Mid-Level 

20  
17 

Person 2 16.5 

Person 3 14.5 

Person 4  
5-10 

Senior (Domain Ex-
pert) 

6.5  
6 

Person 5 3 

Person 6 8.5 

  
 In the first step, we want to make mid-level employees find related information. They should 
know the correct locations and interpret them. They also calculate the size of related units. It was 
tested for three different people and the average of their time was 17 hours. A software engineer in a 
general topic needs this information once every two weeks. It equals 4.25 working days a month. There 
is a waste of 51 business days for a year. The average domain experts’ time was 6 hours.  

4. Discussion 

This test also is applied to domain experts. They have experienced between 5 and 10 years. They are 
pretty much accustomed to doing this process. Nevertheless, they spent an average of 6 hours on this 
work. A domain expert in memory topics needs this information once a week. It equals 3 working days 
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a month and it is a waste of 36 business days for a year. Our tool finds this information each day after 
nightly build.   

 With our tool, this information and calculations are done automatically with a nightly build. 
Thus, this information is available daily. Nowadays, encountering customer needs is very important. 
Companies focus on providing products to market as fast as possible. They use some methodology like 
Agile Software Development (Knaster, 2022), as well. 

These are not enough to give a significant response to market changes. Therefore, some im-
pediments, which are seen in SDLC, should be solved to avoid waste of time. The motivation of this 
paper is a decrement in dependency between engineers and decreasing the effort of engineers to have 
product knowledge. There is no study with this approach in literature as mentioned before in the re-
lated works section. This tool can be added to bug tracking and agile project management system as a 
future study. Thus, the developers can share their analysis of the output of our tool, and they can 
discuss and follow some open points there. 

5. Conclusion 

With this study, we aimed to decrease the time to reach knowledge and decrease the effort to 
follow up on the condition of the memory system. According to test results, which are given in the 
evaluation part, our tool provides them as expected.  The effort of release management was decreased 
with this tool. Memory information was made available daily by adding Jenkins. Related software can 
be built and tested with an automated building and testing routine. The important situations in 
memory like overlap and oversize are detected with these routines. Memory locations can be checked 
and maintained easily. Now developers can work independently. There is no blocking between them. 

NVRAM changes have been automated. This benefit provided easy tracking for system architects. 
Now, a system architect can track the system and he/she can decide on future works, easily.  For future 
studies, many memory maps can be defined, and then they can be used to avoid aging with changing 
maps in runtime. Another idea is this tool can be designed for RAM usage to increase memory perfor-
mance. 
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